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Institutions

- Collection of policies to govern the actions of the participants
  - which when actions are permitted, recognised/empowered and obliged
  - based on the current state of the system.
  - Designed from a specific point of view.
  - Can be combined together to give holistic view of the system
  - allow participants to seemingly interact with one institution rather than several ones
- BUT individual institutions can disagree
  - resulting in conflicts
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This paper:
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- do not need to choose which policies to violate in case of conflict
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Model sketch

Institution:

\[ I := (E, F, G, C, \Delta) \]

Model generates ordered traces that show us the evolution of the normative system over time—allows validation, auditing, provenance.

Essential elements of model are:

- **Events (E)**: exogenous and institutional
- **Fluents (F)**: power, permission, obligation, domain
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- Not sufficient to add *AnsProlog* program together
- Contradiction results in no answer set sets
- Rename each institution to make the unique
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Composite traces

- previously exactly one observed event per time instance
- now exactly one compObserved based on available exogenous events
- used to generate corresponding renamed observed event

\[
\text{compEvent}(E) : \quad \text{evtype}(\text{ERE}, \text{ex}), \text{evinst}(E, \text{In}), \text{rename}(E, \text{ERE}), \text{instRE}(\text{In}).
\]

\[
\text{compEvent}(E) : \quad \text{evtype}(E, \text{ex}), \text{evinst}(E, \text{In}), \text{inst}(\text{In}).
\]

\[
\{\text{compObserved}(E, I)\} : \quad \text{compEvent}(E), \text{instant}(I), \text{not final}(I).
\]

\[
\text{ev}(I) : \quad \text{compObserved}(E, I), \text{instant}(I).
\]

\[
: \quad \text{not ev}(I), \text{instant}(I), \text{not final}(I).
\]

\[
: \quad \text{compObserved}(E_1, I), \text{compObserved}(E_2, I), E_1! = E_2,
\]

\[
\text{instant}(I), \text{compEvent}(E_1), \text{compEvent}(E_2).
\]
Composite traces

- previously exactly one observed event per time instance
- now exactly one \texttt{compObserved} based on available exogenous events
- used to generate corresponding renamed observed event

\begin{verbatim}
compEvent(E) : ~ evtype(ERE, ex), evinst(E, In), rename(E, ERE), instRE(In).
compEvent(E) : ~ evtype(E, ex), evinst(E, In), inst(In).
\{compObserved(E, I)} : ~ compEvent(E), instant(I), not final(I).
ev(I) : ~ compObserved(E, I), instant(I).
     : ~ not ev(I), instant(I), not final(I).
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instant(I), compEvent(E1), compEvent(E2).
\end{verbatim}
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ev(I) : − compObserved(E, I), instant(I).
: − not ev(I), instant(I), not final(I).
: − compObserved(E1, I), compObserved(E2, I), E1! = E2,
instant(I), compEvent(E1), compEvent(E2).
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                 instant(I), compEvent(E1), compEvent(E2).
\end{verbatim}
Composite traces

- previously exactly one observed event per time instance
- now exactly one `compObserved` based on available exogenous events
- used to generate corresponding renamed observed event

\[
\begin{align*}
\text{compEvent}(E) & : - \quad \text{evtype}(\text{ERE}, \text{ex}), \text{evinst}(E, \text{In}), \text{rename}(E, \text{ERE}), \text{instRE}(\text{In}). \\
\text{compEvent}(E) & : - \quad \text{evtype}(E, \text{ex}), \text{evinst}(E, \text{In}), \text{inst}(\text{In}). \\
\{\text{compObserved}(E, I)\} & : - \quad \text{compEvent}(E), \text{instant}(I), \textbf{not} \ \text{final}(I). \\
\text{ev}(I) & : - \quad \text{compObserved}(E, I), \text{instant}(I). \\
\quad & : - \quad \textbf{not} \ \text{ev}(I), \text{instant}(I), \textbf{not} \ \text{final}(I). \\
\quad & : - \quad \text{compObserved}(E_1, I), \text{compObserved}(E_2, I), E_1 \neq E_2, \text{instant}(I), \text{compEvent}(E_1), \text{compEvent}(E_2).
\end{align*}
\]
Conflicts occur when two institutions disagree on a fluent known to both of them.

We are only interested in traces that result in conflicts.

Two conflict atoms for efficiency and clarification:

- \( \text{conflict} : \neg \text{holdsat}(F, I), \neg \text{holdsat}(\text{FRE}, I), \text{rename}(F, \text{FRE}), \text{instant}(I). \)

- \( \text{conflict}(F, \text{FRE}, I) : \neg \text{holdsat}(F, I), \neg \text{holdsat}(\text{FRE}, I), \text{rename}(F, \text{FRE}), \text{instant}(I). \)

- \( \text{conflict}(\text{FRE}, F, I) : \neg \text{holdsat}(\text{FRE}, I), \neg \text{holdsat}(F, I), \text{rename}(F, \text{FRE}), \text{instant}(I). \)
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Conflicts occur when two institutions disagree on a fluent known to both of them.

We are only interested in traces that result in conflicts.

Two conflict atoms for efficiency and clarification:

\[
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\[
\text{conflict}(F, \text{FRE}, I) : - \text{holdsat}(F, I), \text{not holdsat}(\text{FRE}, I), \text{rename}(F, \text{FRE}), \text{instant}(I).
\]

\[
\text{conflict}(\text{FRE}, F, I) : - \text{holdsat}(\text{FRE}, I), \text{not holdsat}(F, I), \text{rename}(F, \text{FRE}), \text{instant}(I).
\]
Conflicts occur when two institutions disagree on a fluent known to both of them.

We are only interested in traces that result in conflicts.

Two conflict atoms for efficiency and clarification:

- \(\text{conflict} : \neg \text{holdsat}(F, I), \text{not holdsat}(F, I), \text{rename}(F, \text{FRE}), \text{instant}(I).\)

- \(\text{conflict} : \neg \text{holdsat}(\text{FRE}, I), \text{not holdsat}(F, I), \text{rename}(F, \text{FRE}), \text{instant}(I).\)

- \(\text{not conflict}.\)

- \(\text{conflict}(F, \text{FRE}, I) : \neg \text{holdsat}(F, I), \text{not holdsat}(\text{FRE}, I), \text{rename}(F, \text{FRE}), \text{instant}(I).\)

- \(\text{conflict}(\text{FRE}, F, I) : \neg \text{holdsat}(\text{FRE}, I), \text{not holdsat}(F, I), \text{rename}(F, \text{FRE}), \text{instant}(I).\)
Future Work

- Conflict Resolution
- Different types of Composition
Future Work

- Conflict Resolution
- Different types of Composition
Thank you for your attention

Questions??
Thank you for your attention

Questions